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# Climb the Peaks

You can test your solutions in [Judge](https://judge.softuni.org/Contests/Practice/Index/3625#0)

*Alex is a vlogger and he wants to make videos, climbing the five highest peaks in Pirin mountain in just* ***one week****. He will take his video set, a tent and his* ***backpack*** *in the mountain. The backpack fits* ***food portions*** *for one week, exactly. His* ***daily stamina*** *is also limited. Your task is to trace his adventure and to create a post for his profile @alaroundtheworld, at the end of the journey.*

You will have to keep information for **all the conquered peaks**, if any.

Every day, Alex will **use one portion** of his **daily food supplies** and will **exhaust one**  of his **daily stamina**.

First, you will be given **a sequence of numbers, representing the quantities of the daily portions** of food supplies in his backpack.

Afterwards, you will be given another **sequence of numbers, representing the quantities of the daily stamina** he will have on his disposal for the next **seven days**.

You have to **sum** the **quantity of the** **last daily food portion** with the **quantity of the first daily stamina**. He will start climbing **from the first** peak in the table below **to the last** one.

* If the **sum is equal or greater** than the corresponding **Mountain Peak’s Difficulty level from the table below**, it means that the **peak is conquered**. In this case, you should **remove both quantities from the sequences** and **continue** with the **next ones** towardsthe **next peak**.
* If the **sum** is less than the corresponding **Mountain Peak’s Difficulty level** from the table below, the **peak remains unconquered**. You should **remove both quantities from the sequences.** Alex will have to sleep in his tent. On the next day he will try **the same peak once again**.

|  |  |
| --- | --- |
| **Mountain Peaks** | **Difficulty level** |
| Vihren | 80 |
| Kutelo | 90 |
| Banski Suhodol | 100 |
| Polezhan | 60 |
| Kamenitza | 70 |

Alex will try to conquer as much peaks as he can in seven days. If he **eats all the food** **supplies** and **exhausts all his stamina** before the last day of his journey, the adventure is over. If he manages to climb **all the peaks**, the journey ends and the output is printed on the Console.

Finally, **print** on the Console **all the conquered peaks**(in the order of climbing).

### Input

* On the **first line**, you will receive the **food portions** quantities, **separated** by **comma and a** **single space (',** **')**.
* On the **second line**, you will receive the **stamina** quantities, **separated** by **comma and a** **single space (', ')**.

### Output

* On the first line – print whether Alex managed to reach his goal and climb all the peaks in his list:
  + If he managed to conquer all: "**Alex did it! He climbed all top five Pirin peaks in one week -> @FIVEinAWEEK**"
  + If he didn't manage to climb all of the peaks: "**Alex failed! He has to organize his journey better next time -> @PIRINWINS**"
* Then, in either case, if Alex **fails or succeed** in completing the climbing adventure, you should print all **conquered peaks** (in the order of climbing), if there are any:

"Conquered peaks:

{peak1}

{peak2}

…

{peakn}"

* If there are **no conquered peaks do not print** this message.

### Constraints

* All of the given numbers will be valid integers in the range **[0…100]**.
* Do not use "**\r\n**" for a new line.

### Examples

|  |  |  |
| --- | --- | --- |
| **Input** | **Output** | **Comment** |
| **40, 40, 40, 40, 40, 40, 40**  **40, 50, 60, 20, 30, 5, 2** | Alex did it! He climbed all top five Pirin peaks in one week -> @FIVEinAWEEK  Conquered peaks:  Vihren  Kutelo  Banski Suhodol  Polezhan  Kamenitza | We start by taking the last daily portion quantity (**40**) and the first stamina quantity (**40**). Their **sum** is **40 + 40 = 80**. After that, we check if the sum is equal or greater than the **first peak’s difficulty level**. The **sum** of the food portion and the stamina for the day equals to **the peak’s difficulty level**, so the **peak is conquered**. We **remove both quantities** from the sequences.  We contunue with the next peak, where we have also enough food and stamina to conquer it. After we conquer all five peaks, the program ends, and we print the final post on the Console. After that we print all conquered peaks, every peak on a new line. |
| **10, 20, 34, 26, 12, 10, 45**  **30, 28, 17, 17, 13, 10, 10** | Alex failed! He has to organize his journey better next time -> @PIRINWINS | We start by taking the last daily portion quantity (**45**) and the first stamina quantity (**30**). Their **sum** is **45 + 30 = 75**. After that, we check if the **sum** is equal or greater than the **first peak’s difficulty level**. The **sum** is not enough for the peak to be conquered. Alex will have to sleep in the tent. We **remove both quantities** from the sequences.  On the **next day** he will try the **same peak** once again, so he will need a **sum of 80**, from the food portion and the daily stamina. The sum is 10 + 28 = 40 and it is not enough. Alex will have to sleep in his tent once again. We **remove both quantities** from the sequences.  He will not be able to climb **any of the peaks**, so we should print on the Console a message for an **unsuccessful adventure**. There won’t be **any conquered peaks**, so we will print only the **status message on the Console.** |

# 

# 02. Navy Battle

You can test your solutions in [Judge](https://judge.softuni.org/Contests/Practice/Index/3625#1)

*1914, September 22 – German submarine* [*U-9*](https://en.wikipedia.org/wiki/SM_U-9)[*sinks three unescorted British armored cruisers*](https://en.wikipedia.org/wiki/Action_of_22_September_1914)[*HMS*Aboukir](https://en.wikipedia.org/wiki/HMS_Aboukir_(1900))*,* [*HMS*Hogue](https://en.wikipedia.org/wiki/HMS_Hogue_(1900)) *and* [*HMS*Cressy](https://en.wikipedia.org/wiki/HMS_Cressy_(1899)) *in approximately one hour. Imagine that they had the technology to make themselves a navigational program for the submarine and you are chosen to implement the logic. Navigate U-9 through the battlefield, find and sink the British cruisers in the dark night, avoiding the floating mines all over the North Sea.*

You will be given an integer **n** for the size of the **battlefield** (square shape). On the next **n** lines, you will receive the rows of the **battlefield**. The submarine will start at a **random** position, marked with the letter '**S**'. The submarine surveys the surrounding area through its periscope, so it has to climb up to periscope depth, where it might run across naval **mines**.

When the submarine receives direction, it goes deep and moves **one position toward the given direction**. On each turn, you will be guiding the submarine and giving it the **direction**, in which it should move. The commands will be "**up**", "**down**", "**left**" and "**right**".

When a **new position is reached**, the submarine climbs up to periscope depth to search for a cruiser:

* If a position with '**-**' (dash) is reached, it means that the field is empty and the submarine awaits its next direction.
* **If** it **runs across** a naval **mine (**'**\***'**)**, the submarine takes serious **damage**. When a mine is blown, the position of the mine will be marked with '**-**' (dash). U-9 can **withstand two hits** from naval mines. The **third time** the submarine **is hit** by a mine, it **disappears** and the **mission** **is** **failed. The battle is over** and the following message should be printed on the Console: "**Mission failed, U-9 disappeared! Last known coordinates [{row}, {col}]!**"
* If a battle cruiser is reached **(**'**C**'**)**, the submarine destroys it and the position of the destroyed cruiser will be marked with '**-**' (dash).
* If this is the **last** (third) battle **cruiser** on the **battlefield**, **the battle is over** and the following message should be printed on the Console: "**Mission accomplished, U-9 has destroyed all battle cruisers of the enemy!**"

**The program will end when the battle is over (All battle cruisers are destroyed or the submarine hits mines three times).**

### Input

* On the first line, you are given the integer **n** – the size of the matrix (wall).
* The **next n lines** hold the values for every **row**.
* On each of the next lines, you will get a direction command.

### Output

* If all battle **cruisers** are destroyed, print: "**Mission accomplished, U-9 has destroyed all battle cruisers of the enemy!**"
* If U-9 is hit by a mine three times, print: "**Mission failed, U-9 disappeared! Last known coordinates [{row}, {col}]!**".
* At the end, print the **final state** of the matrix (**battlefield**) with the **last known U-9’s position** on it.

### Constraints

* The size of the **square** matrix (**battlefield**) will be between **[4…10].**
* U-9’s starting position will always be marked with '**S**'.
* There will be always three battle cruisers - fields marked with '**C**'.
* There will be always enough mines on the battlefield to destroy the submarine.
* The commands given will direct the submarine only within the limits of the battlefield.
* You will always receive enough commands to end the battle.

### Examples

|  |  |
| --- | --- |
| **Input** | **Output** |
| 5  \*--\*-  -S-\*C  -\*---  -----  -C-\*C  right  down  left  up  right  right  right  down  down  down  up  left  left  left  down | Mission accomplished, U-9 has destroyed all battle cruisers of the enemy!  \*--\*-  -----  -----  -----  -S-\*- |
| 5  \*--\*-  -S-\*C  -\*---  -----  \*C-\*C  right  right  up  left  left  left | Mission failed, U-9 disappeared! Last known coordinates [0, 0]!  S----  ----C  -\*---  -----  \*C-\*C |

**![](data:image/png;base64,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)**

**Shoe Store**

You can test your solutions in [Judge](https://judge.softuni.org/Contests/Practice/Index/3625#2)

1. **Preparation**

Download the skeleton provided in Judge. **Do not** change the **StartUp** class or its **namespace**.

1. **Problem description**

*Write a program that keeps track of the shoes in a shoe store.*

**Shoe**

You are given a class **Shoe,** create the following properties:

* **Brand – string**
* **Type – string**
* **Size – double**
* **Material – string**

The class **constructor** should receive **brand, type, size and material**.

Override **ToString()** method: "Size {Size}, {Material} {Brand} {Type} shoe."

**ShoeStore**

Next, you are given a class named **ShoeStore,** which has a **collection**of type **Shoe**. The name of the collection should be **Shoes, which could not be modified directly**. All the entities of the shoe collection have the **same** properties. The **ShoeStore** also should have the following properties:

* **Name – string**
* **StorageCapacity – int**
* **Shoes – List<Shoe>**

The **constructor** of the **ShoeStore** class should receive **name and storageCapacity**. It should initialize also the **Shoes** with a new instance of the collection.

Implement the following features:

* Getter **Count** - returns the **total count** of the shoes in the storage room.
* **string AddShoe(Shoe shoe)** – **adds** a **Shoe** to the **Shoes** collection and returns: **"**Successfully added {shoeType} {shoeMaterial} pair of shoes to the store.**"** 
  + If the **StorageCapacity** doesn’t allow adding more shoes in the **Store**

(Shoes.Count == StorageCapacity), returns: **"**No more space in the storage room.**"**

* **int RemoveShoes(string material)** – removes all shoes by a **given material,** as a result, return the **count** of the shoes which were removed**.**
* **List<Shoe> GetShoesByType(string type)** – searches and returns a **list of shoes** by **given type. Search should be case insensitive.**
* **Shoe GetShoeBySize(double size)** – return the first shoe, with the given size**.**
* **string StockList(double size, string type)** –returns a string with information about the shoes which match the given size and typein the following format:
  + If **there are** any **pairs mathcing** the given parameters, print the following report on the Console:

**"Stock list for size {size} - {type} shoes:  
{Shoe1}  
{Shoe2}  
{…}**"

* + If **none of the pairs match** the given parameters, print the following message on the console:

**"No matches found!**"

**Note: Do not use** "\n\r" **for a new line.**

**Constraints**

* You will always have a pair of shoes added before receiving methods that manipulate the **shoes in the ShoeStore**.

**Examples**

This is an example of how the **ShoeStore class** is **intended to be used**.

|  |
| --- |
| **Sample code usage** |
| var store = new ShoeStore("SportiveNation", 10);  var shoeOne = new Shoe("Nike", "running", 42.5, "textile");  var shoeTwo = new Shoe("Salomon", "hiking", 42, "textile");  var shoeThree = new Shoe("Reebok", "running", 38, "textile");  var shoeFour = new Shoe("LaCoste", "casual", 40.5, "leather");  var shoeFive = new Shoe("Adidas", "casual", 39, "textile");  var shoeSix = new Shoe("Nike", "hiking", 42.5, "textile");  var shoeSeven = new Shoe("Adidas", "casual", 42, "leather");  var shoeEight = new Shoe("AirJordan", "running", 42, "leather");  var shoeNine = new Shoe("CalninKlein", "casual", 41.5, "leather");  var shoeTen = new Shoe("Puma", "hiking", 42, "textile");  var shoeEleven = new Shoe("Skechers", "casual", 42.5, "leather");  Console.WriteLine(store.AddShoe(shoeOne));  // Successfully added running textile pair of shoes to the store.  Console.WriteLine(store.AddShoe(shoeTwo));  // Successfully added hiking textile pair of shoes to the store.  Console.WriteLine(store.AddShoe(shoeThree));  // Successfully added running textile pair of shoes to the store.  Console.WriteLine(store.AddShoe(shoeFour));  // Successfully added casual leather pair of shoes to the store.  Console.WriteLine(store.AddShoe(shoeFive));  // Successfully added casual textile pair of shoes to the store.  Console.WriteLine(store.AddShoe(shoeSix));  // Successfully added hiking textile pair of shoes to the store.  Console.WriteLine(store.AddShoe(shoeSeven));  // Successfully added casual leather pair of shoes to the store.  Console.WriteLine(store.AddShoe(shoeEight));  // Successfully added running leather pair of shoes to the store.  Console.WriteLine(store.AddShoe(shoeNine));  // Successfully added casual leather pair of shoes to the store.  Console.WriteLine(store.AddShoe(shoeTen));  // Successfully added hiking textile pair of shoes to the store.  Console.WriteLine(store.AddShoe(shoeEleven));  // No more space in the storage room.  var runningShoes = store.GetShoesByType("Running");  var hikingShoes = store.GetShoesByType("hIKING");  Console.WriteLine(string.Join($"{Environment.NewLine}", runningShoes));  // Size 42.5, textile Nike running shoe.  // Size 38, textile Reebok running shoe.  // Size 42, leather AirJordan running shoe.  Console.WriteLine(string.Join($"{Environment.NewLine}", hikingShoes));  // Size 42, textile Salomon hiking shoe.  // Size 42.5, textile Nike hiking shoe.  // Size 42, textile Puma hiking shoe.  Console.WriteLine(store.RemoveShoes("leather"));  // 4  var shoeBySize = store.GetShoeBySize(42.5);  Console.WriteLine(shoeBySize);  // Size 42.5, textile Nike running shoe.  Console.WriteLine(store.StockList(42, "hiking"));  //Stock list for size 42 - hiking shoes:  //Size 42, textile Salomon hiking shoe.  //Size 42, textile Puma hiking shoe. |

**Submission**

Zip all the files in the project folder except **bin** and **obj** folders.